**Mockito Hands-On Exercises**

**Exercise 1: Mocking and Stubbing**

## Step 1: External API Interface

public interface ExternalApi {

String getData();

}

## Step 2: Service Class That Depends on API

public class MyService {

private ExternalApi api;

// Constructor to inject the API dependency

public MyService(ExternalApi api) {

this.api = api;

}

// Method to call the external API

public String fetchData() {

return api.getData();

}

}

## Step 3: Test Class Using Mockito

import static org.mockito.Mockito.\*;import static org.junit.jupiter.api.Assertions.\*;

import org.junit.jupiter.api.Test;import org.mockito.Mockito;

public class MyServiceTest {

@Test

public void testExternalApi() {

// Step 1: Create mock for ExternalApi

ExternalApi mockApi = Mockito.mock(ExternalApi.class);

// Step 2: Stub the getData method

when(mockApi.getData()).thenReturn("Mock Data");

// Step 3: Inject the mock into the service

MyService service = new MyService(mockApi);

// Step 4: Call fetchData and verify the result

String result = service.fetchData();

assertEquals("Mock Data", result);

}

}

## Step 4: Add Mockito and JUnit to pom.xml

<project xmlns="http://maven.apache.org/POM/4.0.0"

xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance"

xsi:schemaLocation="http://maven.apache.org/POM/4.0.0

http://maven.apache.org/xsd/maven-4.0.0.xsd">

<modelVersion>4.0.0</modelVersion>

<groupId>com.example</groupId>

<artifactId>mockito-example</artifactId>

<version>1.0-SNAPSHOT</version>

<dependencies>

<!-- JUnit 5 -->

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter</artifactId>

<version>5.9.3</version>

<scope>test</scope>

</dependency>

<!-- Mockito -->

<dependency>

<groupId>org.mockito</groupId>

<artifactId>mockito-core</artifactId>

<version>4.11.0</version>

<scope>test</scope>

</dependency>

</dependencies>

<build>

<plugins>

<plugin>

<groupId>org.apache.maven.plugins</groupId>

<artifactId>maven-surefire-plugin</artifactId>

<version>3.0.0-M7</version>

</plugin>

</plugins>

</build></project>

**OUTPUT:**
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**Exercise 2: Verifying Interactions**

### ExternalApi.java — Interface

public interface ExternalApi {

String getData();

}

### MyService.java — Class to Test

public class MyService {

private ExternalApi api;

public MyService(ExternalApi api) {

this.api = api;

}

public String fetchData() {

return api.getData(); // Interaction we want to verify

}

}

### MyServiceTest.java — Test Class Using verify()

import static org.mockito.Mockito.\*;import org.junit.jupiter.api.Test;import org.mockito.Mockito;

public class MyServiceTest {

@Test

public void testVerifyInteraction() {

// Step 1: Create mock object

ExternalApi mockApi = Mockito.mock(ExternalApi.class);

// Step 2: Create service with mock

MyService service = new MyService(mockApi);

// Step 3: Call method

service.fetchData();

// Step 4: Verify that getData() was called on the mock

verify(mockApi).getData();

}

}

## pom.xml Dependency (Same as previous exercise)

<dependencies>

<!-- JUnit 5 -->

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter</artifactId>

<version>5.9.3</version>

<scope>test</scope>

</dependency>

<!-- Mockito -->

<dependency>

<groupId>org.mockito</groupId>

<artifactId>mockito-core</artifactId>

<version>4.11.0</version>

<scope>test</scope>

</dependency></dependencies>

**OUTPUT:**
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**Exercise 3: Argument Matching**

### **1. MessageSender.java — Interface to Mock**

public interface MessageSender {

void sendMessage(String to, String message);

}

**2. NotificationService.java — Class to Tes**t

public class NotificationService {

private MessageSender sender;

public NotificationService(MessageSender sender) {

this.sender = sender;

}

public void notifyUser(String user, String message) {

sender.sendMessage(user, message);

}

}

### 3. NotificationServiceTest.java — Test with Argument Matchers

import static org.mockito.Mockito.\*;import static org.mockito.ArgumentMatchers.\*;import org.junit.jupiter.api.Test;

public class NotificationServiceTest {

@Test

public void testArgumentMatching() {

// Step 1: Create mock

MessageSender mockSender = mock(MessageSender.class);

// Step 2: Inject mock into service

NotificationService service = new NotificationService(mockSender);

// Step 3: Call method with specific arguments

service.notifyUser("bindhu@example.com", "Welcome!");

// Step 4: Verify interaction with argument matchers

verify(mockSender).sendMessage(eq("bindhu@example.com"), eq("Welcome!"));

}

}

## pom.xml Dependencies (Same as before)

<dependencies>

<!-- JUnit 5 -->

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter</artifactId>

<version>5.9.3</version>

<scope>test</scope>

</dependency>

<!-- Mockito -->

<dependency>

<groupId>org.mockito</groupId>

<artifactId>mockito-core</artifactId>

<version>4.11.0</version>

<scope>test</scope>

</dependency></dependencies>

**OUTPUT:**
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**Exercise 4: Handling Void Methods**

### 1. Logger.java — Interface with void Method

public interface Logger {

void log(String message);

}

### 2. AppService.java — Class to Test

public class AppService {

private Logger logger;

public AppService(Logger logger) {

this.logger = logger;

}

public void process(String data) {

// Some logic here...

logger.log("Processing: " + data);

}

}

### 3. AppServiceTest.java — Mockito Test for void Method

import static org.mockito.Mockito.\*;import org.junit.jupiter.api.Test;

public class AppServiceTest {

@Test

public void testVoidMethodInteraction() {

// Step 1: Create mock

Logger mockLogger = mock(Logger.class);

// Step 2: Stub the void method to do nothing (optional here)

doNothing().when(mockLogger).log(anyString());

// Step 3: Call method that uses the void method

AppService service = new AppService(mockLogger);

service.process("Test Data");

// Step 4: Verify the void method was called

verify(mockLogger).log("Processing: Test Data");

}

}

**OUTPUT:**

![](data:image/png;base64,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)

**Exercise 5: Mocking and Stubbing with Multiple Returns**

### 1. ExternalApi.java — Interface

public interface ExternalApi {

String getStatus();

}

### 2. StatusService.java — Class to Test

public class StatusService {

private ExternalApi api;

public StatusService(ExternalApi api) {

this.api = api;

}

public String checkStatus() {

return api.getStatus();

}

}

3. StatusServiceTest.java — Test with Multiple Returns

import static org.mockito.Mockito.\*;import static org.junit.jupiter.api.Assertions.\*;import org.junit.jupiter.api.Test;

public class StatusServiceTest {

@Test

public void testMultipleReturnsFromMock() {

// Step 1: Create mock object

ExternalApi mockApi = mock(ExternalApi.class);

// Step 2: Stub method to return different values on each call

when(mockApi.getStatus())

.thenReturn("LOADING")

.thenReturn("PROCESSING")

.thenReturn("DONE");

// Step 3: Inject mock and test

StatusService service = new StatusService(mockApi);

// Step 4: Call multiple times and assert values

assertEquals("LOADING", service.checkStatus());

assertEquals("PROCESSING", service.checkStatus());

assertEquals("DONE", service.checkStatus());

}

}

## Maven pom.xml Dependencies (Same as before)

<dependencies>

<!-- JUnit 5 -->

<dependency>

<groupId>org.junit.jupiter</groupId>

<artifactId>junit-jupiter</artifactId>

<version>5.9.3</version>

<scope>test</scope>

</dependency>

<!-- Mockito -->

<dependency>

<groupId>org.mockito</groupId>

<artifactId>mockito-core</artifactId>

<version>4.11.0</version>

<scope>test</scope>

</dependency></dependencies>

**OUTPUT:**
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**Exercise 6: Verifying Interaction Order**

### 1. Printer.java — Interface with Multiple Methods

public interface Printer {

void start();

void print(String content);

void stop();

}

### 2. PrintService.java — Class to Test

public class PrintService {

private Printer printer;

public PrintService(Printer printer) {

this.printer = printer;

}

public void printDocument(String content) {

printer.start();

printer.print(content);

printer.stop();

}

}

**3. PrintServiceTest.java — Verifying Interaction Order**

import static org.mockito.Mockito.\*;import org.junit.jupiter.api.Test;import org.mockito.InOrder;

public class PrintServiceTest {

@Test

public void testMethodCallOrder() {

// Step 1: Create mock

Printer mockPrinter = mock(Printer.class);

// Step 2: Create service and call methods in order

PrintService service = new PrintService(mockPrinter);

service.printDocument("Hello World");

// Step 3: Verify method call order

InOrder inOrder = inOrder(mockPrinter);

inOrder.verify(mockPrinter).start();

inOrder.verify(mockPrinter).print("Hello World");

inOrder.verify(mockPrinter).stop();

}

}

**OUTPUT:**
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**Exercise 7: Handling Void Methods with Exceptions**

### **1. FileManager.java — Interface with void Method**

public interface FileManager {

void deleteFile(String filename);

}

**2. FileService.java — Class to Test**

public class FileService {

private FileManager fileManager;

public FileService(FileManager fileManager) {

this.fileManager = fileManager;

}

public void removeFile(String filename) {

fileManager.deleteFile(filename);

}

}

### **3. FileServiceTest.java — Test for Exception from void Method**

import static org.mockito.Mockito.\*;import static org.junit.jupiter.api.Assertions.\*;

import org.junit.jupiter.api.Test;

public class FileServiceTest {

@Test

public void testVoidMethodThrowsException() {

// Step 1: Create mock

FileManager mockFileManager = mock(FileManager.class);

// Step 2: Stub the void method to throw exception

doThrow(new RuntimeException("File not found"))

.when(mockFileManager).deleteFile("notfound.txt");

// Step 3: Inject mock and call method inside try-catch or assertThrows

FileService service = new FileService(mockFileManager);

// Step 4: Assert exception is thrown

RuntimeException thrown = assertThrows(RuntimeException.class, () -> {

service.removeFile("notfound.txt");

});

assertEquals("File not found", thrown.getMessage());

// Step 5: Verify interaction

verify(mockFileManager).deleteFile("notfound.txt");

}

}

**OUTPUT:**
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**Advanced Mockito Hands-On Exercises**

**Exercise 1: Mocking Databases and Repositories**

### Sample Classes (Assume These Exist)

public interface Repository {

String getData();

}

public class Service {

private Repository repository;

public Service(Repository repository) {

this.repository = repository;

}

public String processData() {

String data = repository.getData();

return "Processed " + data;

}

}

### ****Test Code****

public class ServiceTest {

@Test

public void testServiceWithMockRepository() {

Repository mockRepository = mock(Repository.class); // Step 1

when(mockRepository.getData()).thenReturn("Mock Data"); // Step 2

Service service = new Service(mockRepository);

String result = service.processData(); // Calls processData()

assertEquals("Processed Mock Data", result); // Step 3

}

}

**OUTPUT:**
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**Exercise 2: Mocking External Services (RESTful APIs)**

### Supporting Classes (Assumed):

// External REST client interfacepublic interface RestClient {

String getResponse(); // Simulates calling an external API

}

// Service class that uses the RestClientpublic class ApiService {

private RestClient restClient;

public ApiService(RestClient restClient) {

this.restClient = restClient;

}

public String fetchData() {

String apiData = restClient.getResponse(); // Simulate API call

return "Fetched " + apiData;

}

}

**Test Code (Provided):**

import static org.mockito.Mockito.\*;import org.junit.jupiter.api.Test;import static org.junit.jupiter.api.Assertions.\*;

public class ApiServiceTest {

@Test

public void testServiceWithMockRestClient() {

RestClient mockRestClient = mock(RestClient.class); // Step 1

when(mockRestClient.getResponse()).thenReturn("Mock Response"); // Step 2

ApiService apiService = new ApiService(mockRestClient);

String result = apiService.fetchData();

assertEquals("Fetched Mock Response", result); // Step 3

}

}

**OUTPUT:**
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**Exercise 3: Mocking File I/O**

## Supporting Classes (Assumed)

// Simulates reading from a filepublic interface FileReader {

String read();

}

// Simulates writing to a filepublic interface FileWriter {

void write(String data);

}

// Service that reads, processes, and writes to a filepublic class FileService {

private FileReader fileReader;

private FileWriter fileWriter;

public FileService(FileReader fileReader, FileWriter fileWriter) {

this.fileReader = fileReader;

this.fileWriter = fileWriter;

}

public String processFile() {

String content = fileReader.read();

String processed = "Processed " + content;

fileWriter.write(processed);

return processed;

}

}

Test Code (Provided)

import static org.mockito.Mockito.\*;import org.junit.jupiter.api.Test;import static org.junit.jupiter.api.Assertions.\*;

public class FileServiceTest {

@Test

public void testServiceWithMockFileIO() {

FileReader mockFileReader = mock(FileReader.class);

FileWriter mockFileWriter = mock(FileWriter.class);

when(mockFileReader.read()).thenReturn("Mock File Content"); // Step 2

FileService fileService = new FileService(mockFileReader, mockFileWriter);

String result = fileService.processFile(); // Calls processFile()

assertEquals("Processed Mock File Content", result); // Step 3

}

}

**OUTPUT:**
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**Exercise 5: Mocking Multiple Return Values**

## **Supporting Classes (Assumed)**

## public interface Repository {

String getData();

}

public class Service {

private Repository repository;

public Service(Repository repository) {

this.repository = repository;

}

public String processData() {

String data = repository.getData();

return "Processed " + data;

}

}

**Completed Test Code**

import static org.mockito.Mockito.\*;import org.junit.jupiter.api.Test;import static org.junit.jupiter.api.Assertions.\*;

public class MultiReturnServiceTest {

@Test

public void testServiceWithMultipleReturnValues() {

Repository mockRepository = mock(Repository.class);

// Step 2: return different data on each call

when(mockRepository.getData())

.thenReturn("First Mock Data")

.thenReturn("Second Mock Data");

Service service = new Service(mockRepository);

// First call

String firstResult = service.processData();

// Second call

String secondResult = service.processData();

// Step 3: verify both outputs

assertEquals("Processed First Mock Data", firstResult);

assertEquals("Processed Second Mock Data", secondResult);

}

}

**OUTPUT:**
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